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Abstract
Component‐based software development (CBSD) is an emerging technology that in-
tegrates existing software components to swiftly develop and deploy big and complex
software systems with little engineering effort, money, and time. CBSD, on the other
hand, has difficulties with security trust, particularly dependability. When a system pro-
vides the desired outcomes while causing no harm to the environment, it is said to be
dependable. Dependability encompasses several attributes, including availability, confi-
dentiality, integrity, reliability, safety, and maintainability. Developing dependable
component software is achieved by embedding dependability attributes in CBSD. Thus,
the CBSD model must address the dependability attributes. Hence, the objectives of this
work are: (1) to propose a model for developing a dependable system using component‐
based software development approach (hereafter the model is referred to as MDDS‐
CBSD), which aims to mitigate software component vulnerabilities, and (2) to assess the
proposed model. The best‐practice method was used to frame the CBSD architecture
phases and processes, as well as embed the six dependability attributes. The MDDS‐
CBSD architecture was evaluated using expert opinion. The MDDS‐CBSD was also
used to develop an information and communications technology (ICT) portal using an
empirical study method. Vulnerability Assessment Tools were used to assess the devel-
oped ICT portal's dependability. The MDDS‐CBSD may be used to create web appli-
cation systems and to protect them from attacks. Model developers may use CBSD to
describe and assess dependability attributes at any point during the model development
process. The reliability of this model can also let companies utilise CBSD with
confidence.

KEYWORD S
component‐based software development, dependability attributes, software architecture, software development
management, software engineering, software security development

1 | INTRODUCTION

CBSD is an emerging technology that builds systems by
combining existing software components. CBSD focusses on
composing software systems rather than programming soft-
ware. Assuming that certain parts of a large software system
recur frequently, common parts must be written once and
reused many times rather than written repeatedly [1, 2]. At the

same time, CBSD has a number of advantages, from increasing
programmer productivity to reducing software development
costs [3]. Software reuse can help meet demands for faster
delivery, lower software production and maintenance costs,
and better quality. Thus, CBSD's main goal is to reduce overall
software development costs. That is, software development
and maintenance must be less costly. CBSD is also required for
faster software delivery. For this reason, the software industry
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has adopted CBSD to rapidly build and deploy large, complex
software systems with minimal engineering effort. The soft-
ware must fit within a competitive market window. It also aims
to produce high‐quality software that meets process re-
quirements with minimal failures [4–10].

Using CBSD in software development, however, has its
drawbacks. Moradian and Håkansson [11] claim that in-
terdependencies between software components cause issues
during integration. Thus, early in the CBSD cycle, dependability
attributes of software components must be considered.
Furthermore, pervasive computing raises serious questions
about current development models' reliability. Because CBSD is
a software engineering approach, its reliability is unknown [12].

A component may also fail to meet an application's re-
quirements due to differences in requirements and cycles
[13–15]. First, changes at the application level (e.g. modifying a
few components or updating new versions) can cause system
failure [16–19]. Second, reusing defective components may
erode software system trust. So critical systems, such as military
systems, require an exceptional software development process
[20]. This process' main goals are to validate the system's
implementation's consistency with its requirements [21–23].

2 | CBSD APPLICATIONS: RELATED
WORK

The CBSD approach emerged in the late 1990s, when reusable
components were incorporated into development processes.
The component base is the basic element of the current software
system, and CBSD is a technique that uses existing software
codes [24]. With this technique, software applications need not
be developed from scratch [25]. This technique also facilitates
the assembly of software applications using reusable software
codes, thereby improving time and budget constraints on soft-
ware development [6]. CBSD is widely used by middleware
platforms and tools and has become the mainstream for current
software development. CBSD design for distributed networks
(including the Internet) has promoted e‐commerce and may
expand business markets considerably. Furthermore, CBSD
utilises software components that are easier to produce and
more pervasive than ever before [24, 26, 27].

Unlike traditional software development approaches,
CBSD offers a range of benefits and manages complex systems
[24]. Software systems consist of a series of components into
which software functions and non‐functional properties are
implemented separately. CBSD promotes the employment of
effective specialists who can develop reusable components
within the scope of their expertise instead of application spe-
cialists who perform the same type of work on different pro-
jects [25]. The approach also reduces the time and effort
needed to develop software [26]. Moreover, CBSD facilitates
the development of components that are independent of
specific applications and improves the reusability of compo-
nents. Software system developers can thus maximise existing
structures and components, thereby improving the efficiency
of software development. CBSD also generates a repository of

components that supports software system development by
providing reusable and tested components [6, 24, 25, 27, 28].

CBSD likewise increases the productivity of programmers.
Constantly rewriting codes is an inefficient process because
programmers can write and document only limited lines of
code per day. With CBSD, programmers can utilise the inter-
active development environment (IDE) to assemble compo-
nents in the desired programme. Therefore, many lines of code
can be written each day and productivity is enhanced. Owing
to the significant number of economic benefits gained, CBSD
is an ideal approach to building software systems [6, 24, 26, 27].
Table 1 presents the application of CBSD in different domains.

3 | MOTIVATION

Despite widespread industry adoption and academic research
publications, CBSD lacks formal foundations for non‐
functional requirement specification, composition, and verifi-
cation. As a result, current CBSD practices do not support the
development of reliable systems [21–23]. To build a reliable and
secure system, dependability must be built into the CBSD
process. A system is dependable when it produces the intended
results with no adverse effects on the intended environment.
Availability, confidentiality, integrity, reliability, safety, and
maintainability are all attributes of dependability [31, 32].

Adding dependability attributes to the software component
development process is difficult enough, but evaluating their
dependability is even more difficult due to the complexity of the
operational environment and the need to specify dependability
attributes early in the software component development pro-
cess. The research community is still working on establishing a
reliable scale to measure software component dependability.
Traditionally, dependability attributes such as reliability, safety,
and integrity are treated as afterthoughts, implemented after the
software component is developed. Thus, evaluating
component‐based software for dependability attributes is crit-
ical in determining system dependability [8, 33–38].

This paper proposes a model for developing a dependable
system that mitigates software component vulnerabilities. This
study refers to a model for developing a dependable system
using a component‐based software development approach, as
an (MDDS‐CBSD). The six dependability attributes are
embedded in the CBSD architecture phases and processes for
the MDDS‐CBSD development. The CBSD gap analysis in
Ref. [32], the awareness survey in Ref. [38], and the vulnera-
bility assessment on selected web applications in Ref. [36] all
inspired the design of MDDS‐CBSD. The MDDS‐CBSD is
also used to develop web application systems. Finally, this
paper evaluates the developed MDDS‐CBSD on dependability.

4 | MDDS‐CBSD METHODOLOGY

The MDDS‐CBSD development methodology has three
phases: Phase 1: Problem identification and gap analysis, Phase
2: MDDS‐CBSD development, and Phase 3: MDDS‐CBSD
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evaluation. Figure 1 shows the flowchart of the development
methodology's activities and deliverables.

Phase one is a preliminary study. A component‐based
software development approach, software dependability attri-
butes, and evaluation methods are discussed in the preliminary
study. There was a gap analysis of the current literature on
CBSD models relating to dependability features and a gap
analysis of the current issues on CBSD models relating to
dependability features.

The goal is to understand the existing CBSD process
models to identify the features offered by each model. Each
model is evaluated for strengths and weaknesses. Also high-
lighted is the gap analysis of existing CBSD models. This
research paved the way for the MDDS‐CBSD process. To
derive the features for the MDDS‐CBSD process, strengths are
retained, and weaknesses are removed.

To overcome the dependability issues, a thorough analysis
of existing research has been conducted for the software
dependability domain. Several attributes, such as dependability,
trustworthiness, and survivability, were identified as inter-
changeable terms for software security. Analysts found that
dependability attributes cure security threats, abnormal
behaviour, and untrustworthy issues in software systems
[39, 40]. In this way, the dependability attributes for
component‐based software development are identified. The six
dependability attributes are availability, reliability, confidenti-
ality, integrity, safety, and maintainability. These dependability
attributes will protect the CBSD product from security threats.
Moreover, embedding dependability attributes will relieve end
users of threats and vulnerabilities concerns.

In the evaluation method domain, Vulnerability Assess-
ment Tools (VATs) are identified and used to assess

dependability. VATs is a systematic evaluation of networks
used to detect dependability breaches and determine appro-
priate dependability measures. The goal of the VATs approach
is to provide efficient, thorough, and automated detection of
known vulnerabilities in a specific operating system configu-
ration. As an outcome of phase 1, gap analysis has been
identified, and pilot studies on an awareness survey and VATs
on 210 WASs have been conducted.

Phase two represents the MDDS‐CBSD development that
mitigates software component vulnerabilities. As shown in
Figure 1, the MDDS‐CBSD design process is motivated by the
results of an awareness survey, VATs, and a gap analysis. The
MDDS‐CBSD design process considers five sub‐activities
namely, comparison, classification, categorisation, CBSD ele-
ments, and allocation. Phase two concludes with MDDS‐
CBSD development based on: (1) MDDS‐CBSD architecture
and (2) MDDS‐CBSD embedding guideline.

Phase three examines the MDDS‐CBSD. Interviews and
surveys with industry experts are used to evaluate the
MDDS‐CBSD architecture. As shown in Figure 1, the ar-
chitecture evaluations consider three activities: survey design,
submission, and analysis. Our previous work [34] describes
the survey methodology, details, and criteria used to select
expert participants. A similar survey of industry experts was
conducted to assess their awareness of dependability features
embedded in the CBSD process. The survey to evaluate the
MDDS‐CBSD architecture uses a similar method. Twenty‐
five industry experts took part in the survey. Participants
are experts from an in‐house software development company.

Based on industrial practicality, an empirical study was
conducted to evaluate (Verify and Validate V&V) the MDDS‐
CBSD using a real‐world test bed system. This empirical study

TABLE 1 CBSD applied to different domains

Domains Description

Cloud computing, autonomous driving [28] The authors present an adaptive software component‐based middleware. This research presents a
component‐level offloading technique for autonomous driving software based on software
component allocation optimisation. Autonomous driving software components can be
optimally deployed to specific computing units using software component‐based allocation
optimisation.

Internet of Things (IoT) [29] This study investigates how component‐based software can be used to define IoT systems. This
study will aim to identify common IoT system traits and analyse how well these properties
relate to component‐based software characteristics.

Industrial Control Systems (ICS) [3] Based on a revolutionary component model, this paper proposes an Open Software Architecture
for Industry. The goal is to provide a component‐based solution for Industrial Control
Systems as well as an open framework for multiple application components and multi‐vendor
collaboration.

Heritage content [5] Using the capabilities of component‐based software, the paper creates a methodology for
developing heritage content made of various components.

E‐commerce [4] The goal of this project is to create a standard framework for e‐commerce application
development that is component‐based and loosely connected, but highly integrated.

Computer Numerical Control (CNC) systems [6] This study uses component‐based software and the dependency inversion principle to create a
revolutionary open CNC application that allows CNC capabilities to be customised.

E‐educational system [30] This article proposes to investigate component‐based software development as a future
alternative for an e‐educational system.

KAHTAN ET AL. - 3
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applies the MDDS‐CBSD to ICT portal development. VAT
configuration, VAT execution, and VAT analysis are considered
for model evaluation. We did a similar vulnerability assessment

in Ref. [35]. Vulnerability assessments of developed web
application systems are also performed using similar method-
ologies. The assessments are designed to evaluate the

F I GURE 1 MDDS‐CBSD methodology. Abbreviations: MDDS‐CBSD, Model For Developing Dependable System Using Component‐Based Software
Development; SLR, Systematic Literature Review Method; SMP, Semi‐Markov Process; VATs, Vulnerability Assessment Tools; WAS, Web Application System

4 - KAHTAN ET AL.
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developed web application systems' dependability and their
ability to mitigate vulnerabilities. SMP was also used to test the
developed ICT portal's reliability.

5 | MDDS‐CBSD DESIGNING PROCESS

MDDS‐CBSD development consists of three main activities as
shown in Figure 1. The activities are: (1) MDDS‐CBSD
designing process; (2) MDDS‐CBSD architecture phases and
process; and (3) MDDS‐CBSD embedding guideline. The first
step taken in deriving the model was to determine the elements
and processes involved. Five sub‐activities were considered as
follows:

1. Comparison: A comparative study on existing CBSD pro-
cess models was conducted by identifying the elements and
processes of each model and investigating their application
processes.

2. Classification: The processes in existing models were clas-
sified using the compartmentalisation method used for the
CBSD phases. Three fundamental CBSD phases were used
for this procedure, namely, system requirement and
qualification, component development, and system
development.

3. Categorisation: These processes were further categorised
according to their descriptions. Despite having different
names, some of these processes describe the same activities.
Therefore, these differences and similarities must be
resolved before processes can be identified. Processes with
similar sets of activities were noted, and different process
names were substituted with names that reflect the set of
activities.

4. CBSD Elements: CBSD elements have been defined based
on the analysis of the classification and categorisation
stages:
a) Stages that comprise the CBSD processes and reus-

ability features preservation;
b) Compartmentalisation method of the architecture pha-

ses and processes;
c) Iterative and incremental integration process methods.

Therefore, the MDDS‐CBSD architecture has been
finalised.

5 Allocation: Using the finalised MDDS‐CBSD architecture,
the dependability attributes were embedded into the pro-
posed model process in the following stages:
a) Dependability requirement: emphasis on dependability

attributes in the requirement analysis and component
selection.

b) Dependability design, architecture, implementation, and
testing: emphasis on dependability attributes in the
mentioned three stages.

c) Dependability component implementation and testing:
emphasis on dependability attributes in the mentioned
two stages.

d) Dependability system testing: emphasis on dependability
attributes at the system testing stage.

5.1 | MDDS‐CBSD architecture

The first step taken in developing the MDDS‐CBSD archi-
tecture was determining the phases and processes that needed
to be included in the model. Figure 2 presents the MDDS‐
CBSD architecture.

Each process in the existing models was grouped into ar-
chitecture phase compartmentalisation, iterative and incre-
mental integration process, and preserving the reusability as
shown by the legend box in Figure 2.

5.1.1 | Architecture phase compartmentalisation

To successfully apply CBSD, the architecture phases must be
compartmentalised in the model. Compartmentalisation allows
multiple activities to run concurrently without one activity
blocking the other. Thus, architecture phase compartmentali-
sation saves time and resources. The architecture phase is
divided into three parts: the system requirement and qualifi-
cation phase, component development phase; and the system
development phase.

1. System Requirements and Qualifications Phase: A set of
software components is identified, built, catalogued, and
distributed for use in existing and future software systems.
To analyse the system domain, system requirements and
qualifications are used to identify common areas and
methods of describing the system. If system reusability is
considered, this phase should be performed early in the
software specification. This phase allows software engineers
to reuse software components on new and old systems.

2. Component Development Phase: This phase is divided into
three sub‐phases. Following the system requirements and
qualification phase, the component development team will
decide which components can be reused (e.g. those already
in the organisation repository or purchased) and which
must be developed from scratch. Each sub‐phase has its
own life cycle. So, three teams will work on the sub‐phases
in parallel.
2.1 Development for Reuse: The component interface is

defined first in the component development process.
This is a fixed mechanism among components. The
component design and implementation can begin
once the interface is defined and the methods' goals
are defined.

2.2 Development without Modification: A component can
be reused or migrated into a specialised subclass of an
existing component created by a programmer.

2.3 Development Post‐Modification Development:
Component‐based development avoids creating new
modules from scratch. Adapting some existing com-
ponents may require minor or major changes. But

KAHTAN ET AL. - 5
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reusing an existing component necessitates some ad-
aptations. For example, the component interface or
some methods may need to be changed. Adaptation is
the process of appending a thin layer of code to a
component to make the required changes.

3. System Development Phase: It integrates the component
development team's components into an architecture style
and connects them to appropriate infrastructure for effec-
tive coordination and management.

5.1.2 | Iterative and incremental integration
process

Uncertainty in requirements and implementation approaches
often plagues software component development. Associating
before resolving uncertainties complicates the development
process. Parties will receive unclear specifications at the start
of development. During the project, all parties must collab-
orate. Practices and processes necessitate long‐distance
collaboration.

The use of iterative and incremental development (IID) as
a process model is required in software development. IID is an
iterative system that adds new features incrementally. Because
IID reacts quickly to changes, it is suitable for distributed
development.

5.1.3 | Reusability preservation

The lack of specifications that allow programmers to anticipate
component reuse is one of the issues that discourage it. This
can be overcome by requiring developers to consider

reusability early in the development process. MDDS‐CBSD
maintains reusability by:

1. Selection of Suitable Component Development Processes:
The component development phase follows the system
requirements and qualification phase. The team will execute
the task if the component is available in‐house or acquired
from a third party. If the chosen component needs to be
modified, another team will be assigned (post‐modification
development). Otherwise, the other team (development for
reuse) will do it.

2. Customisation of Application Design Based on Compo‐
nents: In some cases, modifying the application design to fit
the components is required. The goal is to reduce the cost
of developing new components. When tailoring or modi-
fying the components is costly or time‐consuming, the
application design is customised.

3. Reusable Library (Repository): To apply CBSD successfully,
the component repository deposition process must be
shown. Reusable components should be chosen to improve
component‐based software productivity. The repository
manages reusable parts. Using a repository for reusable
components allows for classification, searching, modifica-
tion, testing, implementation, version control, change con-
trol, and current and consistent documentation.

4. Closed Loop: In a closed‐loop model, previous develop-
ment components are explicitly fed back into the model to
populate the repository. CBSD emphasises reusing previous
development lifecycle components.

5. Traceability: To assist developers, each phase's stage will be
demonstrated sequentially. Each step includes detailed ex-
planations and examples to help developers apply this
model. To avoid confusion, minor steps will be omitted.

F I GURE 2 Model for developing a dependable system using component‐based software development architecture.
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5.2 | MDDS‐CBSD embedding guideline

The dependability attributes are important to consider over-
coming the lack of poor software development that causes
dependability issues, as stated in Ref. [36]. So, we created a best
practice guideline for embedding dependability attributes into
the CBSD process [37]. This method ensures the employees
understand their responsibilities in implementing dependability
rules. The guideline was created with the help of Malaysian
software developers and security consultants. This guideline
contains best practices for incorporating dependability into the
CBSD process. Dependability attributes are embedded into the
requirements, design, implementation, and testing phases of
the CBSD process. Figure 3 depicts the CBSD process'
dependability attributes.

6 | MDDS‐CBSD

Hence, the MDDS‐CBSD is finalised. Figure 4 depicts the
MDDS‐CBSD. The figure depicts three phases: System
Requirement and Qualification, Component Development,
and System Development.

The System Requirement and Qualification phase is used
to identify common areas and methods of describing the sys-
tem. The Dependability Attributes in the requirement and
component selection are highlighted as important stages in this
phase.

Development for Reuse, Development Post Modification,
and Development without Modification are three sub‐phases
of Component Development. Each of these three sub‐
phases has multiple stages. These three sub‐phases include

design, architecture, implementation, and testing based on
Dependability Attributes.

Plotting out the System Development phase's stages, it
integrates the component development team's components
into an architecture style and connects them to appropriate
infrastructure for effective coordination and management. The
Dependability Attributes Testing System is integrated.

The arrows in Figure 4 connect the three main phases and
the model repository, which presents iterative and incremental
development (IID). Also shown is the component repository
deposition process, which preserves reusability.

7 | EMPIRICAL STUDY

A practical study on the MDDS‐CBSD is conducted. This
empirical study applies the MDDS‐CBSD to an ICT portal.
Using the MDDS‐CBSD for ICT portal development ensures
proper integration of dependability attributes and generalisa-
tion of results [38–41].

The ICT portal development was done in collaboration
with a Malaysian company. The company name was kept secret
due to the competitive nature of the software development
industry. So, we call it the Software Development Company
(SDC). The ICT portal was created by a six‐person software
development team at SDC [42].

Therefore, an evaluation of the MDDS‐CBSD is carried
out in this paper to verify that the MDDS‐CBSD is capable of
mitigating the vulnerability in the developed model.

Thus, the MDDS‐CBSD is evaluated in this work to ensure
that it is capable of mitigating the vulnerability in the devel-
oped ICT portal.

F I GURE 3 Embedding dependability attributes into the component‐based software development process.
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The MDDS‐CBSD was evaluated based on two elements
as the following:

I. MDDS‐CBSD architecture is evaluated by conducting a
survey with 26 experts.

II. The dependability attributes embedded in the MDDS‐
CBSD process is evaluated by verifying the dependability
attributes of the developed ICT portal.

7.1 | Expert evaluation

The results were based on the supplemental documents and
expert explanations for MDDS‐CBSD. Figures 5–14 shows the
MDDS‐CBSD architecture survey results. Figure 5 shows that
44% of experts strongly agree and 50% agree that the MDDS‐
CBSD processes are essential to CBSD. This result validates
the model architecture by 94%.

Figure 6 shows that 42.3% of experts strongly agree that
MDDS‐CBSD solves the sequential structure issue, followed
by 53.8% who agree and 3.8% who disagree. Figure 7 shows
the MDDS‐CBSD is simple to understand and apply, with
73.1% of experts who strongly agree. Moreover, 42.3% of
experts strongly agreed that the MDDS‐CBSD considers the
use of reusable components. Also, 53.8% agreed. Only 3.8% of
experts chose fair. Figure 8 reflects this.

Figure 9 shows how the MDDS‐CBSD improves
component development by breaking it down into three
sub‐phases to help developers save time and resources.
73.1% of experts strongly agree that the MDDS‐CBSD has
improved component development, with 27% agreeing.
Figure 10 shows the advantages of architecture phase
compartmentalisation. 25 experts agreed (strongly agree and
agree) on the benefits of architecture phase compart-tnqh_9;
mentalisation.

Figure 11 demonstrates the process model of iterative and
incremental development (IID). 25 experts strongly agree and
agree that IID is suitable for the development process.
Figure 12 shows that 57.7% of experts strongly agree that the
MDDS‐CBSD provides traceability, followed by 38.5% who
agree and 3.8% fair.

61.5% of experts strongly agree that component‐based
application design helps reduce development costs. Also,
23.1% of experts think this is true. Figure 13 shows the re-
sults. Figure 14 shows that 96.1% of experts strongly agree
(strongly agree and agree) that including the closed‐loop
feature will promote reuse of previous development life-
cycle components.

Based on the survey results, the MDDS‐CBSD architecture
supports rapid development, increased productivity, product
quality, and reusability of CBSD, and thus, promise that the
application of CBSD will be successful.

F I GURE 4 Model for developing a dependable system using component‐based software development.

8 - KAHTAN ET AL.
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7.2 | Dependability attributes verification

Our previous work [42] discussed an empirical study of the
proposed MDDS‐CBSD. This study will apply the proposed

MDDS‐CBSD to develop an ICT portal. The developed ICT
portal was evaluated using Vulnerability Assessment Tools
(VATs) to verify its dependability.

The ICT portal was developed in two versions to assess the
MDDS‐CBSD's dependability. The first version was built using

F I GURE 5 Model for developing a dependable system using
component‐based software development processes is essential for the
component‐based software development model.

F I GURE 6 Model for developing a dependable system using
component‐based software development addressed the sequential structure
problem.

F I GURE 7 Model for developing a dependable system using
component‐based software development is easy and simple to be applied.

F I GURE 8 Model for developing a dependable system using
component‐based software development address the reusable components.

KAHTAN ET AL. - 9
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the traditional CBSD model (no dependability attributes),
hence the name ‘traditional deployment’. The second ICT
portal was built with an MDDS‐CBSD with embedded

dependability, henceforth referred to as ‘MDDS‐CBSD
deployment’. The ICT portal was evaluated on two key
dimensions:

1. The MDDS‐CBSD deployment should be less prone to
failure.

2. MDDS‐CBSD deployment should be more dependable
than traditional deployment.

Experiments were run to assess the ICT portal on these
two dimensions. The MDDS‐CBSD results from both cases
were compared against the traditional deployment. The results
of comparing traditional and MDDS‐CBSD deployment are
briefly explained. The comparison was made to see how the
two deployment methods affected the system's vulnerabilities.
The results of JMeter, OpenVAS, and RATS scanning of the
ICT portal with various deployments are shown in the
following sections.

7.2.1 | Apache JMeter results

JMeter was used to test the ICT portal's availability and reli-
ability. The results came after executing all the test plans.
Figure 15 shows that before 100 threats, Bar1 and Bar2
throughput are close because the test bed was only loaded with
a few threats. From 150 to 200 threats, Bar 1's average value is
roughly 10% higher than Bar 2's. However, increasing the
number of threats to over 200 per second causes a rapid
decrease in Bar2, resulting in system failure.

F I GURE 9 Model for developing a dependable system using
component‐based software development enhances the component
development phase.

F I GURE 1 0 Architecture phase compartmentalisation advantages.

10 - KAHTAN ET AL.
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The services are kept active despite the decrease in Bar1.
As a result, the service system with MDDS‐CBSD deployment
outperforms the traditional deployment, and the fluctuations in
bar1 are less than those in Bar2. Bar1 now works better in

service systems. For both MDDS‐CBSD and traditional de-
ployments, availability and reliability are summarised in
Figure 15. The observed availability and reliability change lin-
early with the number of requests per second.

F I GURE 1 1 Iterative and incremental development advantages.

F I GURE 1 2 Model for developing a dependable system using
component‐based software development provides traceability.

F I GURE 1 3 Cost reduction based on customisation of application
design.

KAHTAN ET AL. - 11
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However, when the number of requests exceeds the
threshold value of 175, the availability and reliability begin to
decline. The decline in availability and reliability in the
MDDS‐CBSD has improved to 3.34%. The results of the
assessments show that MDDS‐CBSD deployment performs
better than traditional deployment when the system's load is
increased gradually. The graphs indicate that throughput for
Bar1 is stable for 100 and 200 users but unstable for 250
users, due to the ICT portal designed to support 200 users
concurrently.

7.2.2 | OpenVAS results

The scan was performed using OpenVAS on both traditional
and MDDS‐CBSD. The same configuration was used for both
scans. The first scan was traditional, and the second was
MDDS‐CBSD. The scans produced two reports. These reports
detail the flaws found in both traditional and MDDS‐CBSD.
Figures 16–18 show each scan's filtered results. Vulnerabilities
were addressed based on their type and dependability attri-
butes. Figure 16 compares confidentiality vulnerabilities. Ac-
cording to Figure 16, OpenVAS detected 24 vulnerabilities for
traditional deployment and 5 for MDDS‐CBSD deployment.
The medium risk factor is 12 for traditional deployment and 8
for MDDS‐CBSD, and for the low risk factor, 18 for tradi-
tional deployment and 12 for MDDS‐CBSD deployment.

Figure 17 compares integrity vulnerabilities. OpenVAS
detected 29 vulnerabilities for traditional deployment and 8 for
MDDS‐CBSD deployment. The medium risk factor is 14 for

F I GURE 1 4 Including closed‐loop will promote the reusability.

F I GURE 1 5 Availability and reliability comparison.

F I GURE 1 6 Confidentiality vulnerabilities comparison.

F I GURE 1 7 Integrity vulnerabilities comparison.

12 - KAHTAN ET AL.
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traditional deployment and 12 for MDDS‐CBSD, and for the
low risk factor, 26 for traditional deployment and 18 for
MDDS‐CBSD deployment.

Figure 18 compares safety flaws. OpenVAS detected 34
vulnerabilities for traditional deployment and 7 for MDDS‐
CBSD deployment. The medium risk factor is 26 for tradi-
tional deployment and 18 for MDDS‐CBSD, and for the low
risk factor, 22 for traditional deployment and 14 for MDDS‐
CBSD deployment.

7.2.3 | RATS results

The ICT portal's maintainability was assessed using RATS.
Figure 19 compares the maintainability of traditional and
MDDS‐CBSD deployments. The results show that 75% of
traditional deployment source code issues were detected, while
only 25% of MDDS‐CBSD deployment source code issues
were detected. The MDDS‐CBSD clearly improves system
maintainability. Figure 19 compares maintainability vulnera-
bilities. RATS detected 36 vulnerabilities for traditional
deployment and 8 for MDDS‐CBSD deployment. The me-
dium risk factor is 14 for traditional deployment and 12 for
MDDS‐CBSD, and for the low risk factor, 26 for traditional
deployment and 18 for MDDS‐CBSD deployment.

7.2.4 | Summary of the verification process

The MDDS‐CBSD results were compared to traditional
deployment. The ICT portal's dependability attributes show
that MDDS‐CBSD deployment prevents more failures than
traditional deployment. Moreover, MDDS‐CBSD deployment
mitigates vulnerabilities better than traditional deployment.
The availability of the MDDS‐CBSD has also been improved
to 3.34%. As the system load increases, MDDS‐CBSD

deployment outperforms traditional deployment. Also, sys-
tem vulnerabilities will be quickly tolerated, and risks will be
managed.

8 | DISCUSSION

This work compares MDDS‐CBSD to other models to show
the differences in phases, stages, and features. The MDDS‐
CBSD has the following key features that most other models
lack:

1. Embedding Dependability Attributes: MDDS‐CBSD
shows how the six dependability attributes are embedded
into the component‐based software development process.
This model helps software developers, designers, and en-
gineers build dependable systems. The model also enables
managers and developers to track dependability attributes,
requirements, design, implementation, and testing
throughout the CBSD process.

2. Guidelines for Composing Dependability Attributes in
CBSD Phases: MDDS‐CBSD outlines a best practice
guideline. The guideline was created with the help of
Malaysian software developers and security consultants.
This guideline contains the best practices for incorporating
dependability into the CBSD process. The guideline in-
cludes processes for eliciting and defining dependability
attribute requirements using risk analysis and assessment.

3. Empirical Study: An empirical study on the MDDS‐
CBSD has been conducted. This empirical study applies
the MDDS‐CBSD to an ICT portal development to ensure
a proper integration of dependability attributes and gener-
alisation of results.

4. Evaluations: MDDS‐CBSD was evaluated to see if it could
mitigate the vulnerability in the developed model. The
MDDS‐CBSD was assessed on two levels: (a) Expert

F I GURE 1 8 Safety vulnerabilities comparison. F I GURE 1 9 Maintainability vulnerabilities comparison.

KAHTAN ET AL. - 13
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evaluation of MDDS‐CBSD architecture; (b) The depend-
ability of the developed ICT portal was evaluated against
the dependability of the MDDS‐CBSD process.

5. Compartmentalisation: This problem is addressed in
MDDS‐CBSD by compartmentalising the design phases.
Compartmentalisation allows multiple activities to run

concurrently without one activity blocking the other. Thus,
architecture phase compartmentalisation saves time and
resources.

6. Reusability: MDDS‐CBSD overcomes the issues that
discourage component reuse by forcing developers to
consider reusability early in the development process.

TABLE 2 Mapping between existing CBSD models and key features

Key features

Embedding
dependability
attributes

Guidelines for
composing
dependability
attributes in CBSD
phases

Empirical
study

Expert
evaluation

Dependability/
Security
evaluation Compartmentalisation Reusability

Iterative and
incremental
development
(IID)

CBSD
models

[41] √

[42] √

[43] √ √

[44] √ √

[45] √ √

[46] √ √

[47] √ √

[48] √ √

[49] √ √

[50] √ √

[51] √ √

[50] √ √

[52] √ √ √

[53] √ √ √ √ √

[54] √ √ √

[55] √ √ √

[56] √ √ √

[1] √ √ √

[57] √ √ √

[58] √ √ √

[59] √ √ √

[60] √ √ √

[61] √ √ √

[12] √ √ √

[62] √ √ √ √

[63] √ √ √

[64] √ √ √

[65] √ √

[66] √ √ √ √

[67] √ √ √ √

MDDS‐
CBSD

√ √ √ √ √ √ √ √

14 - KAHTAN ET AL.
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7. Iterative and Incremental Development (IID): MDDS‐
CBSD addressed the IID method as a software develop-
ment process. IID is an iterative system that adds new
features incrementally. Because IID reacts quickly to
changes, it is suitable for distributed development.

Table 2 summarises the existing CBSD model‐key feature
mapping. A check mark (√) indicates that a model supports
the key features. There is no check mark for process models
that do not support the key features.

9 | CONCLUSION

This study proposed a model for developing dependable sys-
tems using a component‐based software development
approach (MDDS‐CBSD). The MDDS‐CBSD methodology
and design process were detailed. The MDDS‐CBSD was
evaluated in two stages. First, a survey and expert interviews
evaluated the MDDS‐CBSD frame. Second, the developed
system's dependability was tested using VATs. According to the
MDDS‐CBSD architecture survey, experts agree on the
following: (a) All MDDS‐CBSD processes are required for
CBSD; (b) architecture phase compartmentalisation is benefi-
cial; (c) IID is suitable for distributed development; and (d)
MDDS‐CBSD specifies a place for considering reusable
components. Thus, the MDDS‐CBSD architecture succeeds.
Aside from that, the MDDS‐CBSD can mitigate vulnerabilities
better than the traditional development model. The availability
of the MDDS‐CBSD has improved to 3.34%. As the system
load increases, MDDS‐CBSD deployment outperforms tradi-
tional deployment. Our future work will validate the MDDS‐
dependable CBSD's behaviour using the Semi‐Markov Pro-
cess (SMP), and in addition, apply MDDS‐CBSD to more than
one software development company.
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